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Under the termination assumption, confluence is decidable and checkable by Maude's Church-Rosser Checker (CRC) toōl.
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The way we prove that $\mathbb{C}_{\Sigma / E} \models \varphi$ is by induction on the constructors $\Omega$ of $\mathbb{C}_{\Sigma / E}$. This can be done with Maude's ITP tool.
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